# Fundamentals

## Components & Templates: Displaying data in views

Angular [components](https://angular.io/guide/glossary#component) form the data structure of your application. The HTML [template](https://angular.io/guide/glossary#template) associated with a component provides the means to display that data in the context of a web page. Together, a component's class and template form a [view](https://angular.io/guide/glossary#view) of your application data.

The process of combining data values with their representation on the page is called [data binding](https://angular.io/guide/glossary#data-binding). You display your data to a user (and collect data from the user) by binding controls in the HTML template to the data properties of the component class.

In addition, you can add logic to the template by including [directives](https://angular.io/guide/glossary#directive), which tell Angular how to modify the page as it is rendered.

Angular defines a template language that expands HTML notation with syntax that allows you to define various kinds of data binding and logical directives. When the page is rendered, Angular interprets the template syntax to update the HTML according to your logic and current data state. Before you read the complete [template syntax guide](https://angular.io/guide/template-syntax), the exercises on this page give you a quick demonstration of how template syntax works.

In this demo, you'll create a component with a list of heroes. You'll display the list of hero names and conditionally show a message below the list. The final UI looks like this:

![Final UI](data:image/png;base64,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)

The [live example](https://angular.io/generated/live-examples/displaying-data/stackblitz.html) / [download example](https://angular.io/generated/zips/displaying-data/displaying-data.zip) demonstrates all of the syntax and code snippets described in this page.

## Showing component properties with interpolation

The easiest way to display a component property is to bind the property name through interpolation. With interpolation, you put the property name in the view template, enclosed in double curly braces: {{myHero}}.

Use the CLI command [ng new displaying-data](https://angular.io/cli/new) to create a workspace and app named displaying-data.

Delete the app.component.html file. It is not needed for this example.

Then modify the app.component.ts file by changing the template and the body of the component.

When you're done, it should look like this:

src/app/app.component.ts

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-root',

template: `

<h1>{{title}}</h1>

<h2>My favorite hero is: {{myHero}}</h2>

`

})

export class AppComponent {

title = 'Tour of Heroes';

myHero = 'Windstorm';

}

You added two properties to the formerly empty component: title and myHero.

The template displays the two component properties using double curly brace interpolation:

src/app/app.component.ts (template)

content\_copytemplate: `

<h1>{{title}}</h1>

<h2>My favorite hero is: {{myHero}}</h2>

`

The template is a multi-line string within ECMAScript 2015 backticks (`). The backtick (`)—which is not the same character as a single quote (')—allows you to compose a string over several lines, which makes the HTML more readable.

Angular automatically pulls the value of the title and myHero properties from the component and inserts those values into the browser. Angular updates the display when these properties change.

More precisely, the redisplay occurs after some kind of asynchronous event related to the view, such as a keystroke, a timer completion, or a response to an HTTP request.

Notice that you don't call **new** to create an instance of the AppComponent class. Angular is creating an instance for you. How?

The CSS selector in the @[Component](https://angular.io/api/core/Component) decorator specifies an element named <app-root>. That element is a placeholder in the body of your index.html file:

src/index.html (body)

content\_copy<body>

<app-root></app-root>

</body>

When you bootstrap with the AppComponent class (in main.ts), Angular looks for a <app-root> in the index.html, finds it, instantiates an instance of AppComponent, and renders it inside the <app-root> tag.

Now run the app. It should display the title and hero name:

![Title and Hero](data:image/png;base64,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)

The next few sections review some of the coding choices in the app.

## Choosing the template source

The @[Component](https://angular.io/api/core/Component) metadata tells Angular where to find the component's template. You can store your component's template in one of two places.

* You can define the template inline using the template property of the @[Component](https://angular.io/api/core/Component) decorator. An inline template is useful for a small demo or test.
* Alternatively, you can define the template in a separate HTML file and link to that file in the [templateUrl](https://angular.io/api/core/Component#templateUrl) property of the @[Component](https://angular.io/api/core/Component) decorator. This configuration is typical for anything more complex than a small test or demo, and is the default when you generate a new component.

In either style, the template data bindings have the same access to the component's properties. Here the app uses inline HTML because the template is small and the demo is simpler without the additional HTML file.

By default, the Angular CLI command [ng generate component](https://angular.io/cli/generate) generates components with a template file. You can override that by adding the "-t" (short for inlineTemplate=true) option:

ng generate component hero -t

## Initialization

The following example uses variable assignment to initialize the components.

content\_copyexport class AppComponent {

title: string;

myHero: string;

constructor() {

this.title = 'Tour of Heroes';

this.myHero = 'Windstorm';

}

}

You could instead declare and initialize the properties using a constructor. This app uses more terse "variable assignment" style simply for brevity.

## Add logic to loop through data

The \*[ngFor](https://angular.io/api/common/NgForOf) directive (predefined by Angular) lets you loop through data. The following example uses the directive to show all of the values in an array property.

To display a list of heroes, begin by adding an array of hero names to the component and redefine myHero to be the first name in the array.

src/app/app.component.ts (class)

content\_copyexport class AppComponent {

title = 'Tour of Heroes';

heroes = ['Windstorm', 'Bombasto', 'Magneta', 'Tornado'];

myHero = this.heroes[0];

}

Now use the Angular [ngFor](https://angular.io/api/common/NgForOf) directive in the template to display each item in the heroes list.

src/app/app.component.ts (template)

content\_copytemplate: `

<h1>{{title}}</h1>

<h2>My favorite hero is: {{myHero}}</h2>

<p>Heroes:</p>

<ul>

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes">

{{ hero }}

</li>

</ul>

`

This UI uses the HTML unordered list with <ul> and <li> tags. The \*[ngFor](https://angular.io/api/common/NgForOf) in the <li> element is the Angular "repeater" directive. It marks that <li> element (and its children) as the "repeater template":

src/app/app.component.ts (li)

content\_copy<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes">

{{ hero }}

</li>

Don't forget the leading asterisk (\*) in \*[ngFor](https://angular.io/api/common/NgForOf). It is an essential part of the syntax. Read more about [ngFor](https://angular.io/api/common/NgForOf) and \* in the [ngFor section](https://angular.io/guide/template-syntax#ngfor) of the [Template Syntax](https://angular.io/guide/template-syntax) page.

Notice the hero in the [ngFor](https://angular.io/api/common/NgForOf) double-quoted instruction; it is an example of a template input variable. Read more about template input variables in the [microsyntax](https://angular.io/guide/template-syntax#microsyntax) section of the [Template Syntax](https://angular.io/guide/template-syntax) page.

Angular duplicates the <li> for each item in the list, setting the hero variable to the item (the hero) in the current iteration. Angular uses that variable as the context for the interpolation in the double curly braces.

In this case, [ngFor](https://angular.io/api/common/NgForOf) is displaying an array, but [ngFor](https://angular.io/api/common/NgForOf) can repeat items for any [iterable](https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Iteration_protocols) object.

Now the heroes appear in an unordered list.
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## Creating a class for the data

The app's code defines the data directly inside the component, which isn't best practice. In a simple demo, however, it's fine.

At the moment, the binding is to an array of strings. In real applications, most bindings are to more specialized objects.

To convert this binding to use specialized objects, turn the array of hero names into an array of Hero objects. For that you'll need a Hero class:

content\_copyng generate class hero

This command creates the following code.

src/app/hero.ts

content\_copyexport class Hero {

constructor(

public id: number,

public name: string) { }

}

You've defined a class with a constructor and two properties: id and name.

It might not look like the class has properties, but it does. The declaration of the constructor parameters takes advantage of a TypeScript shortcut.

Consider the first parameter:

src/app/hero.ts (id)

content\_copypublic id: number,

That brief syntax does a lot:

* Declares a constructor parameter and its type.
* Declares a public property of the same name.
* Initializes that property with the corresponding argument when creating an instance of the class.

### Using the Hero class

After importing the Hero class, the AppComponent.heroes property can return a typed array of Hero objects:

src/app/app.component.ts (heroes)

content\_copyheroes = [

new Hero(1, 'Windstorm'),

new Hero(13, 'Bombasto'),

new Hero(15, 'Magneta'),

new Hero(20, 'Tornado')

];

myHero = this.heroes[0];

Next, update the template. At the moment it displays the hero's id and name. Fix that to display only the hero's name property.

src/app/app.component.ts (template)

content\_copytemplate: `

<h1>{{title}}</h1>

<h2>My favorite hero is: {{myHero.name}}</h2>

<p>Heroes:</p>

<ul>

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes">

{{ hero.name }}

</li>

</ul>

`

The display looks the same, but the code is clearer.

## Conditional display with NgIf

Sometimes an app needs to display a view or a portion of a view only under specific circumstances.

Let's change the example to display a message if there are more than three heroes.

The Angular [ngIf](https://angular.io/api/common/NgIf) directive inserts or removes an element based on a truthy/falsy condition. To see it in action, add the following paragraph at the bottom of the template:

src/app/app.component.ts (message)

content\_copy<p \*[ngIf](https://angular.io/api/common/NgIf)="heroes.length > 3">There are many heroes!</p>

Don't forget the leading asterisk (\*) in \*[ngIf](https://angular.io/api/common/NgIf). It is an essential part of the syntax. Read more about [ngIf](https://angular.io/api/common/NgIf) and \* in the [ngIf section](https://angular.io/guide/template-syntax#ngIf) of the [Template Syntax](https://angular.io/guide/template-syntax) page.

The template expression inside the double quotes, \*[ngIf](https://angular.io/api/common/NgIf)="heroes.length > 3", looks and behaves much like TypeScript. When the component's list of heroes has more than three items, Angular adds the paragraph to the DOM and the message appears. If there are three or fewer items, Angular omits the paragraph, so no message appears.

For more information, see [template expressions](https://angular.io/guide/template-syntax#template-expressions).

Angular isn't showing and hiding the message. It is adding and removing the paragraph element from the DOM. That improves performance, especially in larger projects when conditionally including or excluding big chunks of HTML with many data bindings.

Try it out. Because the array has four items, the message should appear. Go back into app.component.ts and delete or comment out one of the elements from the heroes array. The browser should refresh automatically and the message should disappear.

## Summary

Now you know how to use:

* **Interpolation** with double curly braces to display a component property.
* **ngFor** to display an array of items.
* A TypeScript class to shape the **model data** for your component and display properties of that model.
* **ngIf** to conditionally display a chunk of HTML based on a boolean expression.

Here's the final code:

src/app/app.component.ts

src/app/hero.ts

src/app/app.module.ts

main.ts

content\_copyimport { [Component](https://angular.io/api/core/Component) } from '@angular/core';

import { Hero } from './hero';

@[Component](https://angular.io/api/core/Component)({

selector: 'app-root',

template: `

<h1>{{title}}</h1>

<h2>My favorite hero is: {{myHero.name}}</h2>

<p>Heroes:</p>

<ul>

<li \*[ngFor](https://angular.io/api/common/NgForOf)="let hero of heroes">

{{ hero.name }}

</li>

</ul>

<p \*[ngIf](https://angular.io/api/common/NgIf)="heroes.length > 3">There are many heroes!</p>

`

})

export class AppComponent {

title = 'Tour of Heroes';

heroes = [

new Hero(1, 'Windstorm'),

new Hero(13, 'Bombasto'),

new Hero(15, 'Magneta'),

new Hero(20, 'Tornado')

];

myHero = this.heroes[0];

}